**Week 7**

**Q1) After end term examination, Akshay wants to party with his friends. All his friends are living as paying guest and it has been decided to first gather at Akshay’s house and then move towards party location. The problem is that no one knows the exact address of his house in the city. Akshay as a computer science wizard knows how to apply his theory subjects in his real life and came up with an amazing idea to help his friends. He draws a graph by looking into location of his house and his friend’s location (as a node in the graph) on a map. He wishes to find out shortest distance and path covering that distance from each of his friend’s location to his house and then WhatsApp them this path so that they can reach his house in minimum time. Akshay has developed the program that implements Dijkstra’s algorithm but not sure about correctness of results. Can you also implement the same algorithm and verify the correctness of Akshay’s results? (Hint: Print shortest path and distance from friend’s location to Akshay’s house)**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Source vertex number is also provided as an input.**

**Output Format:**

**Output will contain V lines.**

**Each line will represent the whole path from destination vertex number to source vertex number**

**along with minimum path weight.**

**Solution:**

#include<iostream>

#include<bits/stdc++.h>

using namespace std;

int minDisIndex(int \*dis,bool \*vis,int v)

{

int i;

int minDis=INT\_MAX;

int minIndex=-1;

for(i=0;i<v;i++)

{

if(vis[i]==false && dis[i]<=minDis)

{

minDis=dis[i];

minIndex=i;

}}

return minIndex;

}

void dijkstra(vector<vector<int>> mat,int v,int s)

{

int dis[v];

bool vis[v];

int parent[v];

int i,j;

for(i=0;i<v;i++)

{

dis[i]=INT\_MAX; vis[i]=false;

parent[i]=-1;

}

dis[s]=0; parent[s]=s;

for(i=0;i<v;i++)

{

int m=minDisIndex(dis,vis,v);

vis[m]=true;

for(j=0;j<v;j++)

{

if(dis[m]!=INT\_MAX && !vis[j] && mat[m][j])

{

if(dis[j]>dis[m]+mat[m][j])

{

dis[j]=dis[m]+mat[m][j];

parent[j]=m;

}}}}

for(i=0;i<v;i++) {

if(i==s) {

cout<<i+1<<" : "<<dis[i]<<endl;

continue;

}

cout<<i+1;

j=i;

while(parent[j]!=s) {

cout<<" "<<parent[j]+1;

j=parent[j];

}

cout<<" "<<s+1<<" : "<<dis[i]<<endl;

}}

int main()

{

int i,j,v,s;

cin>>v;

vector<vector<int>> mat(v,vector<int> (v));

for(i=0;i<v;i++)

for(j=0;j<v;j++)

cin>>mat[i][j];

cin>>s;

dijkstra(mat,v,s-1);

return 0;

}

**OUTPUT**

**![A screen shot of numbers

Description automatically generated with low confidence](data:image/png;base64,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)**

**Q2) Design an algorithm and implement it using a program to solve previous question's problem using Bellman- Ford's shortest path algorithm.**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Source vertex number is also provided as an input.**

**Output Format:**

**Output will contain V lines.**

**Each line will represent the whole path from destination vertex number to source vertex number**

**along with minimum path weight.**

**Solution:**

#include <bits/stdc++.h>

using namespace std;

void calulate(vector<int> &pa, int i)

{

cout << i + 1 << " ";

if (pa[i] >= 0)

calulate(pa, pa[i]);

}

void find\_path(int \*\*graph, int m, int sour)

{

vector<int> dis(m, INT\_MAX), pa(m, -1);

dis[sour] = 0;

for (int ki = 0; ki < m - 1; ki++)

{

for (int i = 0; i < m; i++)

{

for (int j = 0; j < m; j++)

{

if (graph[i][j] != 0)

{

if (dis[j] > dis[i] + graph[i][j])

{

dis[j] = dis[i] + graph[i][j];

pa[j] = i;

}

}

}

}

}

for (int i = 0; i < m; i++)

{

calulate(pa, i);

cout << ": " << dis[i] << endl;

}

}

int main()

{

int m, source, ed;

cin >> m;

int \*\*graph = (int \*\*)malloc(m \* sizeof(int \*));

for (int i = 0; i < m; i++)

graph[i] = (int \*)malloc(m \* sizeof(int));

for (int i = 0; i < m; i++) {

for (int j = 0; j < m; j++) {

cin >> graph[i][j];

}

}

cin >> source;

find\_path(graph, m, source - 1);

}

**OUTPUT**

![A screen shot of a calculator
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**Q3) Given a directed graph with two vertices (source and destination). Design an algorithm and**

**implement it using a program to find the weight of the shortest path from source to destination**

**with exactly k edges on the path.**

**Input Format:**

**First input line will obtain number of vertices V present in the graph.**

**Graph in the form of adjacency matrix or adjacency list is taken as an input in next V lines.**

**Next input line will obtain source and destination vertex number.**

**Last input line will obtain value k.**

**Output Format:**

**Output will be the weight of shortest path from source to destination having exactly k edges.**

**If no path is available, then print “no path of length k is available”.**

**Solution:**

#include <bits/stdc++.h>

using namespace std;

int shortest\_weigt(int \*\*graph, int ver, int u, int v, int k)

{

if (k <= 0)

return INT\_MAX;

if (k == 0 && u == v)

return 0;

if (k == 1 && graph[u][v] != INT\_MAX)

return graph[u][v];

int res = INT\_MAX;

for (int i = 0; i < ver; i++) {

if (graph[u][i] != 0 && u != i && v != i) {

int recu = shortest\_weigt(graph, ver, i, v, k - 1);

if (recu != INT\_MAX)

res = min(res, graph[u][i] + recu);

}

}

return res;

}

int main()

{

int ver, u, v, k, ans;

cin >> ver;

int \*\*graph = (int \*\*)malloc(ver \* sizeof(int \*));

for (int i = 0; i < ver; i++)

graph[i] = (int \*)malloc(sizeof(int) \* ver);

for (int i = 0; i < ver; i++)

for (int j = 0; j < ver; j++)

cin >> graph[i][j];

cin >> u >> v >> k;

ans = shortest\_weigt(graph, ver, u - 1, v - 1, k);

cout << "Weight of shortest path from (" << u

<< "," << v << ") with " << k << " edges :" << ans;

}

**OUTPUT**
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